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Abstract

We analyze the impact of wiresizing on the performance of Elmore-based routing
constructions. Whereas previous wiresizing schemes are static (i.e., they wiresize an
existing topology), we introduce a new dynamic Elmore-based wiresizing technique, which
uses wiresizing considerations to drive the routing construction itself. Simulations show
that dynamic wiresizing affords superior performance over static wiresizing, and also
avoids topological degeneracies. Moreover, dynamically-wiresized Elmore-based routing
constructions significantly outperform all previous methods in term of maximum source-
sink signal delay, affording up to 77% SPICE delay improvement over traditional Steiner
routing.

1 Introduction

Interconnect delay has recently become a dominant concern in the design of complex, high-
performance circuits, due to the scaling of VLSI technology [9] [36]. Performance-driven
layout design has thus become an active area of research over the past several years, where
for a given signal net, the typical goal of performance-driven routing is to minimize average
or maximum source-sink delay [23]. Much early work implicitly equates optimal routing with
minimum-cost Steiner routing. For example, Dunlop et al. [10] use static timing analysis to
yield net priorities, so that the highest-priority nets may be routed by minimum Steiner trees,
leaving lower-priority nets to subsequently encounter blockages. Jackson, Kuh, and Marek-
Sadowska [21] and Prasitjutrakul and Kubitz [29] have given approaches which are tuned to

building-block layout and allow prescribed upper bounds on individual source-sink delays.
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Recently it became increasingly apparent that for leading-edge technologies, delay mini-
mization and wirelength minimization are far from synonymous. For example, Cohoon and
Randall [6] proposed a heuristic which simultaneously considered both the cost (total edge
length) and the radius (longest source-sink path length) of the routing tree. A more general
formulation was given by Cong et al. [7], wherein a parameter ¢ guides the tradeoff between
cost and radius minimization in a “provably good” BRBC (bounded-radius, bounded-cost) al-
gorithm, which affords both cost and radius simultaneously within constant factors of optimal.
The cost-radius tradeoff may also be viewed as one between competing minimum spanning
tree (MST) (or minimum-cost Steiner tree) and shortest-path tree (SPT) constructions. Using
this perspective, Alpert et al. [1] recently proposed the AHHK algorithm, which achieves a
direct MST-SPT tradeoff. Finally, Cong et al. [8] have recently proposed the use of rectilinear
Steiner arborescences [31], or A-Trees, which are essentially minimum-cost SPTs with Steiner
points allowed. As noted in [8], wiresizing can significantly improve signal delay in a given

routing.

There are two common shortcomings to previous high-performance routing methods: (1)
their optimization criteria are primarily “geometric” in nature (as opposed to minimizing
physical delay), and (2) they are “oblivious” to particular technology parameters (i.e., they
produce the same routing construction for different values of wire resistance, capacitance,
ete.). To overcome these flaws, Boese et al. [5] have recently developed a construction which
greedily optimizes the Elmore delay formula directly to produce low-delay routing trees. Not
only are these constructions adaptable to the prevailing technology parameters, but they
were found to be near-optimal with respect to Elmore delay for a wide range of technology
parameters [3]. Moreover, it was shown that Elmore delay has high fidelity to physical (SPICE-
computed) delay over a range of IC technologies, i.e. near-optimal Elmore delay implies
near-optimal SPICE delay [4] and [3] [25]. One drwaback of the methods of [5] is that they

sometimes produce degenerate routings (i.e., star-like topologies).

In this paper, we analyze the impact of wiresizing on the performance of Elmore-based
routing constructions. Whereas previous wiresizing schemes are static (i.e., they take as input
a complete fixed routing topology and then find a good wiresizing for it), we introduce a new
practical Elmore-based wiresizing technique that is dynamic (i.e., we use wiresizing consid-
erations to drive the routing construction itself). Our empirical data shows that dynamic
wiresizing affords superior performance over static wiresizing, and also avoids degenerate
star-like topologies. Moreover, we show that dynamically-wiresized Elmore-based routing

constructions outperform all previous methods, yielding up to 77% reduction in SPICE delay



over traditional Steiner routing.

The remainder of this paper is organized as follows. Section 2 gives basic definitions,
formalizes the problem of constructing optimal-delay interconnection topologies, and discusses
the delay models. In Section 3 we review three of the best known routing constructions.
Section 4 discusses the static greedy wiresizing algorithm. In Section 5 we develop our new
heuristic which combines the low-delay routing and dynamic wiresizing methods. Section 6

presents experimental results, and we conclude in Section 7. This work is to appear in [17].

2 Problem Formulation

Our overall goal is as follows: given an arbitrary set of pins with a designated source, we
wish to electrically connect all the pins so that the maximum source-sink signal propagation
delay is minimized. Ideally, a routing algorithm will compute and optimize signal delays
according to a detailed circuit simulation, such as that provided by SPICE [28]. However,
the computation times required by SPICE are prohibitive for routing tree construction, and
therefore more efficient delay estimators are needed. As recently shown by Boese et al. [3]
both the fidelity and accuracy of Elmore’s distributed RC delay approximation is surprisingly
high with respect to more complex delay estimators, such as the “Two-Pole” distributed RCL
simulator of [38], as well as the SPICE circuit simulator [28]. We therefore use the Elmore

formula to compare our routing constructions to existing ones.

We begin with some definitions and notation. A signal net N = {ng,nq,...,n;} is a fixed
set of pins in the Manhattan plane to be connected by a routing graph G = (N, E), where
E C Nx N. Pin ng € N is a source (i.e., where the signal originates), and the remaining
pins are sinks (i.e., where the signal propagates to). Each edge ¢;; € E has an associated edge
cost, d;;, equal to the Manhattan distance between its two endpoints n; and n;; the cost of
G is the sum of its edge costs. We use #(n;) to denote the signal propagation delay from the
source to pin n;. Our goal is to construct a routing which spans the net and which minimizes

the maximum source-sink delay:

Optimal Steiner Routing Tree (OSRT) Problem: Given asignalnet N = {ng, n1, ..., n}
with source ng, find a set of points S and construct a routing tree T = (N U S, E), F C
NUS x NUS, such that ¢(T) = mfalx t(n;) is minimized.

Elmore delay [11] [34] is defined as follows. Given a routing tree T rooted at ng, let e;



denote the edge from n; to its parent. The resistance and capacitance of edge e; are denoted
by 7., and e.,, respectively. Let T; denote the subtree of T rooted at n;, and let ¢; denote
the sink capacitance of n;. We use C; to denote the tree capacitance of T;, namely the sum
of sink and edge capacitances in 7;. Using this notation, the Elmore delay along edge e; is
equal to r.,(ce,/2 + C;). Let 74 denote the output driver resistance at the net’s source. The

Elmore delay tpp(n;) at sink n; is:

tED(’IlZ') ITanD -+ Z Tej(cej/2+cj) (1)

ej€path(ng,n;)

Elmore delay has a compact definition and can be quickly evaluated at all sinks in O(k)
time [34]. The calculation uses two depth-first traversals: (1) to compute the delay along
each edge and (2) to sum up the delays along each source-sink path; this enables an efficient

implementation.

3 Three Routing Constructions

Before be present our new dynamically-wiresized Elmore-based routing construction, we first
review three of the best existing routing methods: (1) Tterated 1-Steiner, (2) Elmore Routing
Tree, and (3) A-Tree.

3.1 The Iterated 1-Steiner Construction

For a given set P of n points in the plane, an edge (i.e., wire) between two points € P and
y € P is denoted by (2,y). The cost of an edge is the Rectilinear (i.e., Manhattan) distance
between its endpoints. A spanning tree over P is a set T' of n — 1 edges with endpoints in
P such that the induced graph is connected. The cost of a tree T, denoted T, is the sum
of the costs of its edges. A minimum spanning tree (MST) is a spanning tree having least
cost. Thus we denote the minimum spanning tree itself by MST and the cost of the minimum
spanning tree by MST. A Steiner tree is a spanning tree over the original pointset P and a
(possibly empty) additional pointset S (i.e., the Steiner points). We are now ready to define

the minimum rectilinear Steiner tree problem:

The Minimum Rectilinear Steiner Tree (MRST) problem: Given a set P of n points
in the Manhattan plane, find a set .S of Steiner points such that the minimum spanning tree

(MST) over P U S has minimum cost.



Figure 1: A minimum spanning tree (left) and MRST (right) for a fixed net.

Figure 1 shows an MST and an MRST for a fixed pointset. As with the MST, we denote
the Steiner tree itself by MRST and the cost of this tree as MRST. Research on the MRST
problem has been guided by several fundamental results. First, Hanan [14] has shown that
there always exists an MRST with Steiner points chosen from the intersection of all the
horizontal and vertical lines passing through the points in P (see Figure 2); indeed this result
generalizes to all higher dimensions [35]. However, a second major result establishes that
despite this restriction on the solution space, the MRST problem remains NP-complete [12],

prompting a large number of heuristics, as surveyed in [20].
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Figure 2: Hanan’s theorem: there always exists an MRST with Steiner points chosen from
the intersection of all the horizontal and vertical lines passing through all the points.

In solving intractable problems, we often seek provably good heuristics having bounded
worst-case error from optimal. Thus, a third important result establishes that the rectilinear
MST is a fairly good approximation to the MRST, with a worst-case performance ratio of
MST/MRST < % [18]. This implies that any MST-based strategy which improves upon an
initial MST topology will also enjoy a performance ratio of at most %, which has prompted a
large number of Steiner tree heuristics that resemble classic MST construction methods [15]
[16] [19] [26] [27], all producing Steiner trees with average cost 7% to 9% smaller than MST
cost [32] [37].

Unfortunately, all MST-based MRST constructions were recently shown to have a worst-

case performance ratio of exactly % [24]. This negative result has motivated research into



alternate schemes for MRST approximation, with the best performing among these being the
Tterated 1-Steiner (11S) algorithm [23] [22]. T1S always performs strictly better than 2 times
optimal [33], and achieves almost 11% average improvement over MST cost. Tt was shown in
[2] that for typical nets, T1S has average performance of less than 0.25% from optimal and
produces optimal solutions up to 90% of the time. For two pointsets P and S, define the
MST savings of S with respect to P as:

AMST(P, §) = MST(P) — MST(P U S)

We use H(P) to denote the set of Hanan Steiner point candidates (i.e., the intersections
of all horizontal and vertical lines passing through points of P). For a pointset P, a 1-Steiner
point x € H(P) maximizes AMST(P, {z}) > 0. The I1S method repeatedly finds 1-Steiner
points and includes them into S. The cost of the MST over P U .S will decrease with each
added point, and the construction terminates when there is no z with AMST(PUS, {z}) > 0.
Although a Steiner tree may contain at most n — 2 Steiner points [13], I1S may add more
than n — 2 Steiner points; therefore, at each step we eliminate any extraneous Steiner points
having degree 2 or less in the MST. Figure 3 illustrates a sample execution of 11S, and Figure

4 describes the algorithm formally.
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Figure 3: Execution of Tterated 1-Steiner (I1S) on a 4-point example. Note that in step (d) a
degree-2 Steiner point is formed and is thus eliminated from the topology (e).

3.2 The Elmore Routing Tree (ERT) Construction

While it is known that delay in a routing tree is a non-linear phenomenon [11], many previous
methods for routing tree construction have either implicitly or explicitly assumed that delay
is proportional to source-sink path length. Thus, such methods only attempt to heuristically
capture the goal of “high performance,” and it is therefore not surprising that when trees
produced by these methods were tested by simulation, their performance often proved dis-

appointing. The SERT construction avoids the level of abstraction inherent in such previous



The Iterated 1-Steiner (I1S) Algorithm

Input: A set P of n points

Qutput: A rectilinear Steiner tree which spans P

S=90

While T'= {z € H(P)|[AMST(PUS,{z}) > 0} #0 Do
Find z € T with maximum AMST(P U S, {z})
S=5SuU{s}
Remove from S points with degree < 2 in MST(P U S)

OQutput MST(P US)

Figure 4: Algorithm 11S: a near-optimal spanning tree.

objectives as “minmimum cost” or “bounded radius” and instead directly optimizes Elmore

delay in the tree construction.

The SERT algorithm is analogous to Prim’s minimum spanning tree construction [30], and
works as follows. Starting with the trivial tree consisting initially of only the source pin, we
grow the tree at each step by finding a new pin to connect to the tree, so that the maximum
Elmore delay to any leaf is minimized; but rather than restricting the new pin to connect
directly to a pin already in the tree, we allow the new pin to connect to some tree edge, thus
inducing a Steiner point. Tn other words, given a tree T' = (V, F), we iteratively find u ¢ V|
(v,v') € E, and a new point w on edge (v,v’) to minimize the maximum source-sink Elmore
delay in the tree (VU{u, w}, (F—{(v,v")})U{(v, w), (w,v"), (u,w)}). We then add u and w to
V, and replace F by (F —{(v,v")})U{(v, w), (w,v"), (u,w)}. Again, the algorithm terminates
when the resulting Steiner tree spans the entire net. A formal description of the algorithm,

called the Steiner Elmore routing tree (SERT) construction, is given in Figure 5.

The Steiner Elmore Routing Tree (SERT) Algorithm
Input: A signal net N with a source ng €
Output: A low-delay Steiner tree which spans N
T=(V,E) ={no},0)
M = — 1o
While M # @ do
Find v € M, (v,v") € E, and a new point w which minimizes the maximum Elmore delay
from no to any leaf in the tree (V U {u, w}, (E — {(v,v")}) U {(v, w), (w,v")})
V=V U{u,w}
E = (E—{{0,0)}) U {(o, )} U {(w,0")})
M =M — {u}

Qutput resulting Steiner tree T' = (V, F)

Figure 5: Algorithm SERT: constructing a low-delay Steiner Elmore routing tree for a given
net.



3.3 The A-Tree Construction

The A-Tree has been used by [8] as the preferred interconnect topology because it minimizes
the wirelength while maintaining shortest paths between the source and every sink. An A-Tree
can be generated using the generalized rectilinear Steiner arborescence [31]. The algorithm
begins with a forest of n single-node arborescences and proceeds by applying a sequence of
either “optimal” or “heuristic” moves that extends an existing arborescence or combines two
arborescences; the process terminates when only one arborescence remains (see [8] for more

details). The A-Tree algorithm is formalized in Figure 6.

The A-Tree Algorithm
Input: A signal net N with source ng € N
Output: A routing tree T which spans NV
T= SV E) = ({no},0)
While there is more than one arborescence Do
If 3 optimal moves Then perform an optimal move
Else perform a heuristic move
Qutput resulting Steiner tree T = (V, F)

Figure 6: Algorithm A-Tree: a generalization of the rectilinear Steiner arborescence.

4 Static Wiresizing

Wiresizing (i.e., increasing the widths of certain wires) can improve signal propagation delay
by trading-off capacitance for resistance: when a wire width is increased, additional capaci-
tance 1s induced, but overall source-sink resistance may decrease. The idea behind wiresizing
is to find wire segments in the routing where an increase in capacitance is more than compen-
sated for by the corresponding decrease in resistance, thus improving the maximum source-sink
routing signal delay. Given a fixed tree T, let w(e;) denote the width assignment of edge e;
and for simplicity we let w(e;) range over a discreet set of values {wy, wa, ..., wg}. We are now

ready to extend our problem of OSRT to include wiresizing:

Optimal Wiresized Steiner Routing Tree (OWSRT) Problem: Given a signal net
N = {nq,n9,...,n;} with source ng and a set of widths W = {wq, w1, ..., w;} where wy <
wy < -+ < wj, find a set of points S and construct a routing graph 7' = (N U S, E),
E C NUS x NUS, such that for each e € E with w(e) € W, ¢(T) = rglfalx t(n;) is minimized.



Given a fixed topology, the greedy wiresizing scheme of [8] recursively wiresizes each
subtree of the source; as long as overall maximum tree delay improvement is possible; each
edge connecting the root to a subtree is widened. This static greedy wiresizing (SGW) scheme
is formalized in Figure 7; it generalizes the greedy wiresizing scheme of [8], in that it allows for
an arbitrary delay calculation to be used. Note that this method is static, meaning that the
topology of the tree is determined before wiresizing commences and does not change during

the wiresizing process.

The Static Greedy Wiresizing (SGW) Algorithm
Input: A tree T = (V, E) with source ng € N and a set W of edge widths
QOutput: A wiresized tree T, which spans N
For each node n; € V such that e = (ng, n;) € £ Do
Call SGW on the subtree routed at n;
Repeat
delayoiq = (T
Increase w, to wy41 of edge e
Until delayoq < ¢(T)

Decrease w, to wy—1 of edge e

Figure 7: Algorithm SGW: the static greedy wiresizing algorithm.

5 A New Dynamic Wiresizing Construction

While static greedy wiresizing provides a near-optimal wiresizing for a given topology [8], the
wiresizing process 1s largely constrained by that fixed input topology. Ideally we would like
to compute the optimal combination of routing topology and wiresizing; unfortunately, this
i1s not computationally feasible. On the other hand, we do not want to completely dissociate
the topology construction from the wiresizing issues (as was done in [8]), since such a strategy

will not benefit from a possible synergy between these two issues.

With this in mind, we have developed a dynamic wiresizing algorithm that hybridizes the
routing topology construction with the wiresizing process. Our new construction combines the
Elmore routing tree method of Section 3.2 with the greedy wiresizing of Section 4. The overall
structure of the dynamically wiresized Steiner Elmore routing tree (DWSERT) construction is
similar to that of SERT, except that when we select a new edge to add to the growing topology,
instead of minimizing the Elmore delay in the resulting topology, we seek to minimize the
Elmore delay in the wiresized current topology; in other words, in each step of the SERT
construction we invoke the SGW routine once for each candidate edge and add the edge that

yields the best wiresized tree.



Note however, that during the execution of DWSERT, a partial topology is not actually
wiresized, but instead its edges are left having the minimum width; rather, wiresizing consid-
erations are used as a guide to drive the edge-selection process. When the topology spans all
the net pins, we invoke the static wiresizing algorithm one final time and return the resulting

wiresized tree. The DWSERT algorithm is formalized in Figure 8.

The Dynamically Wiresized Steiner Elmore Routing Tree (DWSERT) Algorithm

Input: A signal net N with source no € N
Output: A wiresized low-delay Steiner tree which spans N

T=(V,E)=({no},0)
M = — 10
While M # 0 do
Find v € M, (¢,¢') € F, and a new point p which minimizes the maximum Elmore delay
from no to any leaf in the wiresized tree SGW(V U {u,p}, (E — {(¢,¢")}) U {(q,p), (p, ")}
V=V U{u,w}
E=(E—{(¢,d")})U{(a.p)} U{(p,q)})
M=M-—A{u

Output SGW(T = (V, E))

Figure 8: Algorithm DWSERT: constructing a dynamically wiresized low-delay Steiner tree
for a given net.

6 Experimental Results

We have implemented the 11S, SERT, and the A-Tree algorithms, their statically wiresized
versions (WI1S, WSERT, and WA-Tree, respectively), and DWSERT, the dynamically wire-
sized version of SERT, using C in the UNIX Sun environment. The code is available upon
request. We tested these algorithms on random nets of 5, 10, 15, 20, 25, and 30 pins, uni-
formly distributed in the 100000g x 100000 grid, with the source being one of the pins
chosen at random. Our technology parameters correspond to a typical MCM technology, and

are summarized in Table 1.

Table 2 gives the average percent improvement in maximum source-sink delay as a per-
centage over the corresponding I1S values. In other words, each entry in the table represents
the percentage improvement of the maximum delay as compared to the maximum delay for
the T1S routing over the same net. The results are averaged over 50 random pointsets. We
see from Table 2 that static wiresizing decreases average maximum delay dramatically when
it 1s applied to either an I1S tree or an A-Tree: WILS has a maximum delay as much as
38% less than T1S, while WA-Tree exhibits a delay improvement of as much as 15% less than

T1S. We also see that the benefit of dynamic wiresizing increases with the net size. Figure 9
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Parameter Value
driver resistance 25 Q
wire resistance 0.008 Q/pm
wire capacitance 0.060 fF/um
wire inductance 380 fH/um
sink loading capacitance 1000 fF
layout area 10* mm?

Table 1: These multichip module interconnect parameters were provided by the AT&T
Microelectronics Division.

summarizes the data pictorially.
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Figure 9: SPICE simulation results comparing the Tterated 1-Steiner, SERT, and A-Tree con-
structions, as well as their wiresized versions. Results are normalized to 1-Steiner. Simulations
are over the MCM technology for 50 randomly distributed nets with uniform distribution.

In contrast, very little improvement occurs when an SERT is statically wiresized. This is
because near-optimal MCM SERT topologies are star-like, each sink being directly connected
to the source and having a relatively large loading capacitance; thus the lower resistance of a

wider edge can not overcome the higher overall capacitance. On the other hand, DWSERT

11



does not yield such degenerate topologies, which is another advantage of the dynamic wire-
sizing method. We also see that both the WILS tree and WA-Tree still perform worse on
average than a non-wiresized SERT. DWSERT improves over WA-Tree by up to 10%, and is
thus the clear winner among the various methods. Figure 10 depicts the wiresized Tterated

1-Steiner, A-Tree, and SERT constructions for the same random 20-pin net.

Flmore Delay
[N[=5 [ [N[=10 [[N[=15 [ [N][=20 [ [N[=25 [ [N[=30
0.0

T1S 0.0 0.0 0.0 0.0 0.0
WI1S 42.1 51.9 55.1 58.0 55.9 56.9
SERT 33.8 53.8 62.8 68.0 67.8 71.0
WSERT 39.2 56.3 64.2 69.2 69.3 71.8
DWSERT 46.8 61.3 67.5 71.8 71.8 73.9

ATree 17.6 34.0 44.4 48.5 46.3 50.2
WA-Tree 40.6 58.6 63.9 63.9 67.9 68.7

SPICE Delay

[N[=5 [ [N[=10 [[N[=15 [ [N[=20 [ [N[=25 [ [N[=30
115 0.0 0.0 0.0 0.0 0.0 0.0
T1SWS 28.6 34.4 38.2 35.4 39.5 40.0
SERT 27.2 52.2 61.9 65.0 74.3 74.4
WSERT 31.6 54.4 63.7 66.2 74.9 75.2
DWSERT 32.2 56.2 65.9 69.0 77.5 77.4
ATree 17.5 33.1 42.6 43.9 56.0 55.1
WA-Tree 32.4 49.6 57.9 58.7 68.5 66.7

Table 2: Elmore and SPICE simulation results comparing the Tterated 1-Steiner, SERT, and
A-Tree constructions, as well as their wiresized versions. Each entry corresponds to an average
percent improvement over Iterated 1-Steiner delay. 50 random (uniformly distributed) nets
were used per each net size. Both Elmore (top) and SPICE (bottom) were used to compute
signal delays.

7 Conclusions

We have analyzed the impact of wiresizing on the performance of Elmore-based routing con-
structions. Previous wiresizing schemes are static (i.e., they wiresize a fixed existing topology);
in contrast, we introduced a new dynamic Elmore-based wiresizing technique, using wiresiz-
ing considerations to drive the routing construction itself. Simulations indicate that dynamic
wiresizing affords improved performance over static wiresizing, and yield more favorable (i.e.,
non-star) topologies. Moreover, dynamically-wiresized ELmore-based constructions seem to
significantly outperform all previous methods in term of maximum source-sink SPICE de-

lay, affording up to 77% delay improvement over traditional Steiner routing, as measured by

SPICE.
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Figure 10: A comparison of the different constructions for a random 20-pin net: (a) the
statically Wiresized A-Tree has maximum source-sink delay of 10.16ns (the non-wiresized A-
Tree has a delay of 10.42ns; (b) the (statically) wiresized Iterated 1-Steiner tree has delay of
9.53 ns (the non-wiresized Tterated 1-Steiner tree has delay of 22.06ns); (c) the dynamically
Wiresized SERT has a delay of 6.95ns, a 31.6% improvement over statically-wiresized A-Tree.
The SERT construction for this net has a “star” topology (i.e., direct wires from the source to

all of the sinks).

(a)
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