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Abstract

We have identified a difficulty in the implementation of N-version programming.
The problem, which we call the Consistent Comparison Problem, arises for applications
in which decisions are based on the results of comparisons of finite~precision
numbers. We show that when versions make comparisons involving the results of
finite-precision calculations, it is impossible to guarantee the consistency of their
results. It is therefore possible that correct versions may arrive at completely
different outputs for an application which does not apparently have multiple correct
solutions. If this problem is not dealt with explicitly, an N-version system may be

unable to reach a consensus even when none of its component versions fail.



I INTRODUCTION

Multi-version or N-version programming [2] has been proposed as a method of
providing fault tolerance in software. The approach requires the separate,
independent preparation of multiple (ie. “N) versions of a piece of software for
some application. These versions are executed in parallel in the application
environment; each receives identical inputs and each produces its version of the
required outputs. The outputs are collected by a voter and, in principle, they
should all be the same. In practice there may be some disagreement. If this occurs,
the results of the majority (if there is one) are assumed to be the correct output,

and this is the output used by the system.

It is, of course, possible that there is no majority result. In most practical
systems, this possibility is handled by designing a “backup” or fail-safe system
which takes over in case of failure to tolerate a fault (or faults). In simple
systems, this may involve gracefully shutting down the computer system. In other
more complex and critical applications, more sophisticated fail-safe designs may be
required. In any case the N-version system has failed, resulting in at least a partial

degradation in service and perhaps more serious consequences.

In the process of performing a large-scale experiment in N-version programming
[5-7], a significant difficuity in the implementation of such systems has come to light
which affects the ability of an N-version system to reach a consensus. The problem
derives from the use of finite-precision arithmetic and the uncertainty that arises in
making comparisons with finite-precision numbers. We refer to this problem as the

Consistent Comparison Froblem.



I THE CONSISTENT COMPARISON PROBLEM

When finite-precision arithmetic is used, the result of a sequence of
computations depends on the order of the computations and the particular arithmetic
algorithms used by the hardware. The issue that this raises for N-version systems

is best illustrated by an example.

Any realistic application will require various comparisons to be made during the
computation, and some of these will be based on parameters of the application as
defined in the specification. For example, in a control system, the specification may
require that the actions of the system depend upon quantities such as temperature
and pressure that are measured by sensors. The values of temperature and pressure
used by a program may be the result of extensive computation on sensor
measurements. Once these values are computed, however, the actions required at
temperatures below 100°C  may be very different from actions required at
temperatures above 100°C, and, similarly, the actions required may differ according

to whether the pressure is above or below 15psi.

Now consider such an application implemented using a 3-version software
system. Suppose that at some point within the computation, an intermediate
quantity has to be compared with some application-specific constant C, in order to
determine the required processing. As a result of the various limitations of finite-
precision arithmetic, it is quite likely that the three versions will have slightly
different values for the computed intermediate quantity, say Rj. Rz. and K. If the
R; are very close to C; then it possible that their relationships to C; are different.
Suppose that R; and R, are less than C; and Rj is greater than Cj. If the
versions base their execution flow on these relationships, then two will follow one

path and the third a different path. These differences might cause the third version



1o send to the voter a final output that differs from the other two.

It could be argued that this slight difference is irrelevant because at least two
versions will agree, and, since the R; are very close to C;, either of the two
possible outputs that would result from the use of the R; would be satisfactory for
the application. If only a single comparison is involved then this is correct.
However, suppose that a second decision point is required by the application and
that the constant involved is C,. Only two versions will arrive at the decision
point involving C, having made the same decision about C;. Now suppose that the
values produced by these two versions are on opposite sides of C,. If the versions
base their control flow on this comparison with C,, then again their behavior will
differ. The effect of the two comparisons, one with Cy and one with Cp, is that
the three versions might obtain three different final outputs, all of which may well
have been acceptable to the application, but a vote might not be possible. The
situation is shown graphically in figure 1. Despite the fact that this example is
expressed in terms of comparison with C; and C,. the order is irrelevant. In fact,

since the versions were prepared independently, different orders are likely.

Although an application may seem to have only a single solution (unlike a
shortest-path-through-a-network computation, for example, that sometimes has more
than one), the inconsistency in comparisons leads to the possibility that multiple
correct outputs may be produced for a given input. This is an unexpected variant
of the well-known “multiple correct results” problem in N-version programming [1].
The problem does not lie in the application itself, however, but in the specification.
Specifications do not (and probably cannot) describe required results down to the bit
level for every computation and every input fo every computation. This level of
detail is necessary, however, if the specification is to describe a function, i.e. one and

only one output is valid for every input.
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Figure 1 - Three Version Disagreement

In summary, the issue is that multiple software versions might arrive at
different conclusions because they take different paths based on comparisons that are
required by the specification. The reason for the different paths is the inevitable
difference in computed values within the versions due to finite-precision arithmetic
and the diversity in the algorithms. In the example based on temperatures and
pressures, the effect may be that the temperatures computed internally by the
versions straddle 100°C and the computed pressures straddle 15psi. The Consistent

Comparison Problem is to avoid this situation.

Consistent Comparison Problem
Suppose that each of N programs has computed a value. Assuming that the

computed values differ by less than € (e > 0) and that the programs do not
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communicate, the programs must obtain the same order relationship when

comparing their computed value with any given constant.

It is important to understand that the Consistent Comparison Problem is not
related to the well-known problem in which the voter in an N-version system has to
deal with slightly different numeric values due to finite precision arithmetic. This
latter problem has received considerable attention, and there have been a number of
proposed solutions such as inexact voting [41. The Consistent Comparison Problem
derives from the need for versions to make isolated comparisons and can lead to
output values that are completely different rather than values that differ merely by

a small tolerance.

I NON-SOLUTIONS

A solution to the Consistent Comparison Problem requires that if comparison is
needed with a constant C obtained from the specification, a given version must
conclude that its value is, say, greater than C if and only if all correct versions
will make the same decision given their individual roundoff and truncation errors.
This must occur no matter in what order each version chooses 1o make the

comparisons.

It might seem that using approximate rather than exact comparison within each
version would solve the problem. An approximate comparison algorithm regards two
numbers as equal if they differ by less than some tolerance 8 [8]. If a computed
value is to be compared with a constant C, approximate comparison requires
performing comparisons with numbers that differ from C by the tolerance, 8. For
example, it can be concluded that the computed value is greater than C only if it is

greater than C + 8. Unfortunately, approximate comparison is not a solution because
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the problem immediately arises again, this time with C + & rather than C. Two
programs may compute values that are arbitrarily close to each other but have

different order relationships with C + 8, just as with C.

In fact, for two versions to obtain the same order relationship when comparing
their computed values with a constant requires that the two computed values be
identical. To solve the Consistent Comparison Problem, an algorithm is needed that
can be applied independently by each correct version to transform its computed
value to the same representation as all other correct versions. It is not sufficient
that the values be very close to each other since. no matter how close they are,
their relationships to the constant may still be different. However, it is not
necessary that all precision be retained and so an approach using rounding or
truncation would be satisfactory. It is important to keep in mind that the
algorithm must operate with a single value and no communication between versions
to exchange values can occur since these are values produced by intermediate
computation, not final outputs. Unfortunately, as the following theorem shows,
there is no such algorithm, and so there is no solution to the Consistent Comparison

Problem.

Theorem
Other than the trivial mapping to a predefined constant, no algorithm exists
which, when applied independently to each of two n-bit integers that differ by

less than 2%, will map them to the same m-bit representation (m +% < n).

Proof
Suppose such an algorithm exists. Consider the case k=1 and the set of
values that can be represented in n bits, ie. the integers in the range 0 to

2% — 1. The algorithm, when applied to each of two integers that differ by
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one, i.e. adjacent integers, will cause them to be reduced to the same m-bit
representation. Thus, 0 and 1 must be mapped to the same representation.
However, 1 must also be reduced to the same representation as 2, 2 to the
same representation as 3, and in general { to the same representation as i + 1.
Thus the algorithm must reduce all of the values to the same representation, i.e.
the algorithm can only be the trivial mapping to any fized binary
representation, and the information content of the values is lost. A similar

argument can be made for any %, and so the original assumption is wrong. M

It is easy to be fooled into thinking that an approach such as rounding, for
example, solves the problem. As the theorem shows, however, it does not. We
note that this problem is not limited to comparison with constants. It arises with
any comparison involving floating point values. For example, if two computed
quantities F; and F, have to be compared., this is equivalent to comparing their

difference with zero, a constant.

IV IMPRACTICAL AVOIDANCE TECHNIQUES

Since no solution exists to the Consistent Comparison Problem, we turn our
attention to the problem of avoiding its effects. In this section we discuss avoidance
techniques that are generally impractical although they might be used successfully in

specific applications. In Section VI we consider a practical avoidance technique.

Random Selection

When an N-version system fails to reach a consensus because of inconsistent
comparison, all N outputs are, in principle, acceptable to the application, and it
might seem that the voter could be modified to select one of the outputs at random.

However, an N-version system may also be unable to reach a consensus because a
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majority of the versions fail. These two cases are indistinguishable, and so
modifying the voter in an attempt to deal with inconsistent comparison will also
operate when the disagreement is due to failures. This approach is not always
satisfactory and could be very dangerous since the selected output could lead to an

unsafe course of action.

Exact Arithmetic

Since the difficulty seems to arise from finite-precision arithmetic, a tempting
approach is to require some form of exact arithmetic in the versions. However, in
addition to being impractical to use for most applications, exact arithmetic will not
work in general because many algorithms are themselves capable of producing only
approximate solutions. For example, consider the numerical solution of a differential
equation which has no closed-form solution. The solution that is obtained is based
on a discrete approximation to the equation and different algorithms will very likely
use different discretizations. Different solutions may be obtained even though exact

arithmetic is used in the calculations.

Cross-Check Points

It might be argued that a way to avoid inconsistency in comparisons would be
to establish “cross-check” points [2] to force agreement among the versions on their
floating point values before any comparisons are made that involve these values. At
each cross—check point, each version would supply its computed result to a cross-
check voter. The cross-check voter would select a single value (perhaps the median
of the individual results) which would then be used by all of the versions in
making the required comparisons. We note that this is not the purpose for which
cross-check points were originally intended. They were introduced to allow recovery

from software faults at the subsystem level, and were not intended to be applied at



this micro level.

Clearly, in principle, this avoids the problem, but various practical difficuities
arise. First, if cross-check points are needed to avoid inconsistent comparison, they
must be required in the specification. This means that the order of cross-check
points must be specified also since otherwise the versions will deadlock. Requiring
that the order of events in each program version be specified is a serious limitation
on diversity in a situation where diversity is being sought. Ideally, no information

about the design should be included in the requirements.

In fact, in many applications, this requirement would limit diversity among
versions to the point of absurdity. For example, the launch interceptor problem
used in our N-version experiment [5] requires that the program determine whether
fifteen “launch conditions” are satisfied. [Each launch condition requires the
determination of the existence of certain geometric relationships among subsets of up
to 100 data points representing points in the plane. One of the launch conditions,
for example, is satisfied if three data points can be contained within a circle of

radius R, where R is a parameter of the application.

Some of the versions written for the experiment were structured to consider
each of the fifteen launch conditions in turn, and, during the evaluation of each
condition, the individual data points were considered. Others were structured to
work through the sets of data points, considering for each the launch conditions that
could be satisfied by the data points. If cross-check points were used to avoid
inconsistent comparison, it would be necessary to require one of these two basic
program structures. The order in which the launch conditions are considered and
the order in which the individual data points are examined would have to be

established as well.



Finally we note the inefficiency that cross-check points introduce. In highly
reliable systems, it is important to take account of Byzantine faults [9]. If the
different versions are executing on different processors, it will be necessary for the
cross-check points to establish the values to be voted using Byzantine agreement. In
addition, since all versions must reach a cross-check point before a vote is possible,
a vote cannot occur until the slowest version has arrived. Thus the execution time
of the system will be the sum of the execution times of the slowest version

between each pair of cross-check points.

Certainly there is a class of applications that can use cross-check points to
solve the Consistent Comparison Problem, but the problem of overspecification leading

to lack of design diversity is a serious one.

V THE CONSEQUENCES OF THE PROBLEM

It is necessary to understand the effects of the Consistent Comparison Problem
before seeking practical methods for avoiding them. The immediate effect of
inconsistent comparison is that a consensus might not be possible. The extent of the
damage varies with the application and has a substantial impact on the effectiveness
of measures designed to cope with the damage. The major characteristic that needs
to be considered is whether or not the application has state information that is

maintained from frame to frame, ie. “history”.

Some simple control systems have no history. They compute their outputs for
any given frame solely from constants and the inputs for that frame. If the inputs
are changing, it is extremely unlikely that a situation in which no consensus is
possible would last for more than a short time. After a brief period, the inputs

will change and leave the region of difficulty. Subsequent comparisons will be
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consistent among the versions because the values used for comparison will be
sufficiently different. The effects of the Consistent Comparison Problem in such

systems are transient.

For systems with history, the situation is much more complex. Since such
systems maintain internal state information over time, an unfortunate consequence of
inconsistent comparison is that failure to reach a consensus might be accompanied by
differences in the internal state information among the versions. The duration of

internal state differences varies among applications.

In some applications, the state information is revised as time passes and, once
the inputs have changed so that comparisons are again consistent. the versions may
revise their states to be consistent as well. In this case, the entire system is once
again consistent and operation can safely proceed. An example of this type of
application is an avionics system in which the mode of flight is maintained as
internal state information. If this flight mode is determined by height above ground,
for example, then if a measurement is taken that is close to the value at which the
mode is changed, different versions might reach different conclusions about which
mode to enter. However, it is likely that this situation will be corrected rapidly if
the versions continue to monitor the height sensor. We will refer to such systems

as having convergent states.

For other applications, some state information is determined and then never
reevaluated. An example of this is sensor processing where one version may
determine that a sensor has failed and subsequently ignore it. Other versions may
not make the same decision at the same point in time, and, depending on subsequent
sensor behavior, may never conclude that the sensor has failed. In this case,
although the inputs change, versions may continue to arrive at different correct

outputs long after comparisons -become consistent because the sets of state
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information maintained by the individual versions are not the same. We will refer

to these systems as having non-convergent states.

VI A PRACTICAL AVOIDANCE TECHNIQUE

We now turn our attention to a practical avoidance technique. This approach

requires enhancements to be made to the implementation of an N-version system.

Systems With No History

For systems without history, the only effect of inconsistent comparisons will be
a transient inability to reach a consensus. An approach appropriate for this case
using “confidence signals” has been suggested by Bishop [3]. Although any particular
version cannot have access to the results of comparisons performed by other
versions, it can determine that the values it used for comparison were sufficiently
close that a problem might have arisen. If this occurs, a solution that can be
considered is to require that each version signal to the final voter that a comparison
could have been inconsistent. This would allow the voter to distinguish between
failures to reach consensus due to inconsistent comparisons, and those due to version
failures, so that it would be safe to select an output randomly in cases of
inconsistent comparison. This approach requires fairly extensive modifications to the
system structure. Fach output would have to be supplemented by the required
confidence signal, and the voter would have to be modified to take these signals into

account.
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Systems With Convergent States

For systems having convergent states, inconsistent comparisons may cause a
temporary discrepancy among version states. If a confidence signal approach is to be
used, each version must maintain confidence information as part of its state. If a
part of its state information is based on a comparison that is subject to doubt, then
the version must indicate "no confidence” in all of the results it sends to the voter
until the state is reevaluated. The time required to reevaluate the state is
application dependent. We note that during this period the system is not fault

tolerant, and the time to reevaluate the state may be unacceptably long.

Systems With Non-Convergent States

Once the versions in a system with non-convergent states acquire different
states, the inconsistency may persist indefinitely. Although no version has failed, the
versions may continue to produce different outputs, and, in the worst case, the N-
version system may never again reach a consensus on a vote. We see no simple
avoidance technique that can be used in this case. The only practical approach in

systems of this type seems to be to revert to the backup system mentioned in

Section I

VIl CONCLUSION

The Consistent Comparison Problem arises whenever a quantity used in a
comparison is the product of inexact arithmetic. The problem occurs even when all
software versions are correct. It results from rounding errors. not software faults,
and so an N-version system built from “perfect” versions may have a non-zero

probability of being unable to reach a consensus.
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This paper has presented some possible solutions for particular types of simple
applications, but has also shown that no general, practical solution to the Consistent
Comparison Problem exists. This result is important because if no steps are taken
to avoid it, the Consistent Comparison Problem may cause failures to occur that
would not have occurred in non-fault-tolerant systems. In general, there is no way
of estimating the probability of such failures. The failure probability will depend
heavily on the application and its implementation. Although this failure probability
may be small, such causes of failure need to be taken into account in estimating the

reliability of N-version software.
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