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**Abstract**

Event detection plays an important role in sensor network applications such as battlefield surveillance and habitat monitoring. However, effective approaches to specify events in a sensor network remain a challenge. Existing techniques such as natural languages or SQL-like languages have a number of limitations. In this paper, we present a formalized event description language (FEDL) developed especially for sensor networks by extending and modifying Petri Nets. As a description language, FEDL is an extension of Petri-Nets with both diagram and symbolic representation support. A FEDL Petri Net integrates features from color, time and stochastic Petri Nets to tackle problems in specification and analysis. As a system analysis tool, FEDL can capture the structural, spatial and temporal properties of a complex event detection system, which can be used to assist system designers to identify inconsistencies and potential problems. In addition, FEDL can perform case-specific analysis that helps in the debugging phase. A case study is presented as an example to illustrate the features and effectiveness of FEDL.
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1. **Introduction**

As the demand to explore the physical world increases and the sensing and activation tasks become more sophisticated [5] [7] [9] [15] [12], wireless sensor networks (WSNs) are expected to perform in more complicated applications. Regardless of specific applications that sensor networks are working for, sensors are supposed to individually or collaboratively detect “interesting occurrences”. These “interesting occurrences” refer to events, and many papers [5] [9] [24] [29] [42] [45] discuss issues regarding event detection and dissemination, and support for queries in event-based WSNs. However, very few papers have discussed event descriptions and how different event types affect the system design. Most papers that have used event definitions in sensor networks use SQL or SQL-like semantics to describe events [9] [20] [29] [31]. However, as pointed out in [16], SQL-like semantics are not always suitable for sensor networks because of the lack of collaborative decision making and other necessary features.

The need for a description language that can incorporate knowledge of sensing into event definitions is obvious. A formalized description language can be used as an interface between people who register events (e.g. application semantics experts and environmental scientists who know exactly what an event should be) and the sensor network designers (mostly computer scientists, who are responsible for designing protocols to coordinate/sample sensors according to certain temporal and spatial specifications). With such a language, computer scientists are provided with a well-defined interface with clear requirements for designing the sensor network.

While a lot of current approaches use SQL-like languages to describe events, SQL has apparent limitations in describing sophisticated events. The drawbacks of SQL include:

- It cannot elegantly capture data dependency and interactions among different events or sensor types.
- It does not explicitly support probability models.
- It is awkward in describing complex temporal constraints and data dependency.
- It lacks the ability to support collaborative decision making and triggers [16], hence not suitable for events with sensor fusion.
- It cannot give a global picture nor support analysis of the event system.
Consider some examples to demonstrate the above limitations. Suppose there are three types of sensors in the network, which are sound, light, and temperature sensors, to detect explosions. If the explosion event is simply a combination of positive readings from those sensors, then using the notation of [29] an explosion event can be represented as follows:

**SQL-Like Representation:**

```
INSERT INTO EventList Explosion
    (Event_ID, SubEvent_Set, Spatial Resolution,....)
VALUES
    (0001, SubEventSet,....)

WHERE SubEventSet is
SubEventSet = (Sound,
    Light,
    Temperature,
        Confidence Function: 0.3*Sound + 0.3*Light + 0.4*Temperature >=1.0,
        .......
)
```

The above notation cannot describe a more complex situation where in determining an explosion event, the reading for sound is only valid for 5 seconds, the reading for light only remains valid for 0.5 second, and the reading for temperature can be valid for 10 seconds. For example, if a sensor detects abnormal light, however, within the 0.5 second interval for this light reading, if there is no positive reading from temperature and sound, then this is not an explosion event. This example shows that SQL cannot elegantly handle complicated temporal constraints for events.

Consider the case of probabilistically occurring events. Figure 1 illustrates the scenario of a probabilistic event.

![Figure 1: Probabilistic Events](image)

With 30 percent probability, a set of readings from sensor types A, B, and C indicates event E1, while with 70 percent probability, it indicates event E2. Further, E1 and E2 can be sub-events for higher level events. This case is not designed deliberately to overshadow the SQL language; it is much more realistic than simple deterministic model. Since the nature of a sensor network is distributed and noisy, random process and probabilistic models are especially meaningful. Hence, lacking the ability to capture random processes of event systems, SQL-like languages are handicapped as a suitable event description language for sensor network applications.

In this paper, we present FEDL— a formalized description language specially designed for event specification in sensor networks. To the best of our knowledge, FEDL is the first event specification language specially designed to support key features in WSN that SQL has difficulty to handle. FEDL is an integrated spatial, temporal, and sto-
chastic Petri Net model which handles collaborative decision making, temporal dependency, geographic control and other issues found in event-based sensor networks.

Since most events in sensor network applications are in nature concurrent, asynchronous, distributed and non-deterministic, we choose Petri Net as a suitable base model to address the event specification problem in sensor networks. The main contribution of this paper is the development of a formal method, called FEDL, to specify events for WSNs. As a formal method, FEDL is based on Petri Nets, which rigorously specifies events in sensor networks. This rigor prevents ambiguity in event specifications, which is important for the development of a whole rigorous event service system. By integrating features from Color Petri Nets and Time Petri Nets, FEDL can handle different kinds of events including those compound events with complicated temporal and spatial structures.

FEDL is a zero test Petri Net, which has the same power as a Turing machine. This fact makes FEDL immune to suffering from state explosion in a large complex event system, as is the problem for Finite State Machine based formal methods. By including Stochastic Petri Nets property, FEDL can do probabilistic analysis and evaluation. This property is very convenient for a vast number of distributed and individually unreliable sensors. Though not much stochastic analysis is discussed in this paper, we are currently working on performance evaluation using stochastic processes, to be reported in a separate paper. We present a detailed sensor network application in the case study, which visually demonstrates the usability and effectiveness of FEDL.

The remainder of this paper is organized as follows: In Section 2, related research is reviewed. Section 3 begins with the definition of FEDL, followed by structural, temporal, spatial and probability logic. Section 4 presents an example of a specific sensor network application with a detailed FEDL description. Implementation of the FEDL tool is discussed in Section 5, and Section 6 concludes the paper.

2. Related Work

Although a lot of interesting work has been done in sensor networks, not much prior research directly focuses on providing a formalized language to describe events in sensor networks, supporting data dependency and collaborative decision making. The papers that describe events using SQL-like primitives [9] [29] [31] [20] vary a little in semantics. In [9] [20], the authors simply employ general SQL primitives to define events in sensor networks. The limitation of this approach is that the events can only be defined by predicates on sensor readings connected with “AND” and “OR” with very simple temporal and spatial constraints. Madden et al have extended SQL primitives by incorporating streaming support, where the desired sample rate can be included [31]. Li et al proposed defining events using a sub-event list and confidence functions in SQL language [29]. Nevertheless, as shown in the previous example, the inherent limitations of SQL make it limited for a formal description language of events in sensor networks.

Some relevant work attempting to define events in sensor networks can be found in [44]. In that paper, an object-oriented model was proposed to represent events, while some timing and location attributes are integrated. However, the approach was initially designed to model generic events including social and economic ones; hence grafting it directly to sensor networks lacks necessary features to support unique characteristics of sensor networks, e.g., no consideration on different sensor types and interactions.

Although few formal methods have been used for event specification in sensor networks, formalized approaches for event descriptions and compositions are widely studied in other areas. A survey on formal methods for specification and analysis [2] shows that most of the popular approaches are based on the theoretical models such as finite state machine, timed automata, process algebra and Petri Nets. Some widely used methods such as SDL [14] [40], SPIN (Simple ProMeLa Interpreter) [23] and Estelle [13] are based on finite state machines. As pointed out in [48], FSM (finite state machines) approaches have difficulty in dealing with hierarchical modeling, synchronization and specifying control logic. FSM can be augmented to Timed Automata by incorporating a finite set of real-valued clocks. Timed Automata is the mathematical foundations for a lot of specification methods, among which UPPAAL [5], Kronos [49] and HyTech [21] are most well known. Generally speaking, both FSM and Timed Automata are
deterministic finite state machines, and hence they inherit the limitations of finite state machines. For example, because of the limitation in computation power, deterministic finite state machines suffer from state explosions in large and complex distributed systems.

There exist a number of approaches that are based upon process algebra and composition logic. Composition of events was presented together with the concept of Event-Condition-Action rules in [11]. In the paper, the authors proposed HiPAC event algebra for database systems. Some event specification approaches were proposed for database systems in other papers [6] [8] [17], and these methods are all designed for active database systems to define and compose events. Later on, various approaches of composition algebra have been proposed to handle events in a distributed system [30] [38] [46]. However, since these approaches were mainly developed for database systems, the characteristics of sensor networks such as sensing activities, spatial and temporal properties of WSNs have not been addressed in those approaches.

Real-time Maude has been developed as a language and tool for specification and analysis for real time and hybrid systems [35] [36]. It is based on re-writing logic, which has no limitations of FSM in general. Though Real-time Maude may provide some analysis ability, it does not support stochastic models and cannot provide generalized performance evaluation on the system. Also Real-time Maude demands users’ knowledge of re-writing logic, and lacks graphical modeling support for users who are not familiar with the theory and syntax.

Since the introduction of Petri Nets [37] in 1962, a large number of papers and books have been published on the topic. Places and transition nets were first formally defined in [25], high-level Petri Nets were introduced in [18] and Color Petri Nets were proposed in [26] [27]. Later on, Time Petri Nets and Stochastic Petri Nets were proposed in [12] [42]. Petri Nets have advantages to describe events in sensor network applications because

- Events in sensor networks tend to be distributed, concurrent, asynchronous and non-deterministic.
- Methods based on Finite State Machine including Timed Automata cannot handle the non-determinism elegantly, and therefore result in state explosion in some cases.
- Extended Petri Nets with zero test (including timed Petri Nets, FEDL Petri Nets) are equivalent to Turing Machines in computation power, thus handle non-determinism [34] and do not suffer from state explosion.
- Geographic information is crucial to events in sensor networks, since a lot of events are related location, area and may have other spatial properties. With features inherited from Color Petri Nets, FEDL can incorporate spatial properties into the token, handling geographical construction for events in sensor networks.
- One advantage of FEDL over other specification methods is the performance evaluation ability due to the features inherited from Stochastic Petri Nets.
- Petri Nets naturally have graphical support, thus it is convenient for those users who are not versed with logic or other complicated theoretical backgrounds.

Although Petri Nets were used in describing discrete event systems in some research [28], they have not been used directly in sensor networks. It might be because that sensor network research has just emerged as a new area and its complex temporal, spatial and probabilistic properties are hard to specify by simple Petri Net models proposed before. FEDL aims to address key aspects of sensor networks such as temporal control, spatial constraints, heterogeneity, and probability issues. In FEDL, a token is associated with type, capacity, time, and location attributes. FEDL provides various guard functions to enforce transitions and arcs (flows) to guarantee the desired temporal, spatial and other constraints defined by the application layer.

3. FEDL Model and Logic

A basic Petri Net consists of places (circles), transitions (rectangles or bars), directed arcs and tokens (dots inside places). Transitions are used to model various kinds of actions, tokens to model instances / objects, and places
represent the states in which the objects can be. Arcs represent the way in which objects are created or destroyed; they also represent changes between states [19]. A marking of a Petri Net represents a specific status of a Petri net and is defined as M: P → N, where P is the set of places and N is the number of tokens.

There are many extensions of basic Petri Nets and there is no clear boundary among the variations. There are some famous extensions such as time Petri Nets, color Petri Nets and Stochastic Petri Nets that are widely used. Time Petri Nets associate time related information with Petri Net components. Color Petri Nets distinguish the difference among tokens, and Stochastic Petri Nets associates weights / probabilities with Petri Net components. As Petri Nets were developed in different application domains, a large number of extensions have emerged and most of them cannot be clearly classified into any single category. FEDL is also an extension of Petri Nets to solve various problems in sensor networks, taking advantage of features in time, color and Stochastic Petri Nets.

3.1. FEDL Petri Net Definition

The FEDL description for an event system in a sensor network can be given as an 8-tuple structure $F = (P, T, A, \lambda, \delta, \theta, H, L)$ where

- $P$ is the set of all places, which includes places for sensor events $S$ and those for higher level events $E$, and $P = S \cup E$. We will explain $S$ and $E$ in detail later in the section when we discuss sensor event abstraction. Note that in the FEDL diagram, places are represented as circles with sensor event places in dashed circles.
- $T$ is the set of all transitions, which are represented by rectangle bars in the diagram.
- $A$ is the set of arcs/flows, which are represented as arrows in the diagram. Note that $A = I \cup O$, where $I$ is the set of pre-arcs (incoming arcs to a transition), and $O$ is the set of post-arcs (outgoing arcs from a transition).

To this point, the definition is similar to an ordinary Petri Net. FEDL extends this basic Petri Net model to integrate temporal, spatial and stochastic features.

- $\lambda$ is the probability / weight function for the arcs $\lambda: A \rightarrow [0,1]$. For example, if $f$ is a post-arc from transition $T$ to state $B$, then $\lambda(f) = p$ means that after $T$ is fired, with probability $p$ the token enters the state $B$. For a pre-arc, it can also be viewed that a token goes through a channel, resulting in the capacity of $c \times p$ when it goes through this arc. More discussion on capacity will be in Section 3.2. With this function, FEDL takes features from a Stochastic Petri Net and can solve probability-involved problems.
- $\delta$ is a time guard function for transitions $\delta: T \rightarrow \mathbb{R}^+ (r_1, r_2)$, where $r_1 \leq r_2 \in \mathbb{R}$. It means a transition can only fire during the union closure of given ranges. For example $\delta(T) = (a_1,a_2) \cup (a_3, a_4)$ means transition $T$ can only be fired during interval $(a_1,a_2)$ or $(a_3, a_4)$, where $a_1 \leq a_2, a_3 \leq a_4$. In particular, $\delta$ can also be specified using event incidents. For example $\delta: T \rightarrow \mathbb{R}^* (E_1, E_2)$ means transition $T$ can only fire between event $E_1$ and event $E_2$.
- $\theta$ is the persistency guard for arcs. For an incoming arc (pre-arc) of a transition, $\theta: I \rightarrow \mathbb{R}^+$, it means the arc can only hold the token to participate in a transition for a certain amount of time before this token disappears. This models the fading process of sensed data. For example, lightening can only last about 1 second, while the existence of some chemical may last for 1 day. Hence, you can deem the arcs as leaking pipes that gradually lose water (tokens). $\theta$ can model how fast a pipe is leaking. Mapping the semantics onto a sensor network, a $\theta$ value for an arc also refers to the valid interval for the tokens in the place, which stands for a sensor event or a higher level event. For an outgoing arc (post-arc) of a transition, $\theta: O \rightarrow \mathbb{R}^+$, means how long it takes for this event to happen. We will present an example in the temporal logic section.
- $H$ is the threshold function for places only, $H: P \rightarrow \mathbb{R}$. For example $H(p) = c$ means that if a token with a certain capacity wants to enter $p$, and only if its capacity is over $c$, it can reach place $p$. Actually, for a sensor network with continuous values for sensor readings, we can simply set $H(p) = 0$ for all $p$, and the token capacity indicates how strong sensor readings indicate the occurrence of this event. However, for cases that need a binary state (yes or no), the threshold function is of particular use.
- $L$ is the spatial guard function for transitions, $L: T \rightarrow \mathbb{R}^+$. For example, assume there are three arcs $a$, $b$, and $c$ entering $T$, and one arc $d$ comes out of $T$. $L(T) = r$ means $T$ can only fire if the locations of tokens carried
by a, b, and c are within radius r. In fact, after T's firing, the new token will have a merged location based on tokens from a, b, c. The details about token merging and firing are discussed later in the spatial logic section. This function is only one particular spatial guard function to guarantee that the sensed data are within the event radius. In FEDL, we can also generalize spatial guard functions to support more complex spatial constructs.

### 3.2. Token Representation

Tokens are abstract representations of sensed data or occurrences of events. During transition, the values of certain attributes of a token are updated according to the rules described in the previous section. In FEDL, a token is defined as:

\[ \text{Token} = \text{Struct} \{ \text{Type tp}; \text{Capacity c}; \text{Time t}; \text{Location l}; \} \]

The semantic meaning of the above notation is as follows:

- **Type** is used to indicate what data or event a token represents;
- **Capacity** represents the value of the token, which indicates the confidence of the sensed data to identify the happening of a sensor event.
- **Time** indicates when this token is created;
- **Location** represents where this event occurs in the sensor network.

In this way, key aspects of sensor readings are encapsulated into tokens and can be utilized while tokens proceed through a FEDL graph.

### 3.3. Abstraction of Sensors using Sensor Events

A sensor event is an abstraction of sensors in the network. In FEDL, sensor events are denoted as places which only take tokens from outside (environment). Higher level events are constructed using sensor events. The number of sensor events is directly related to the types of sensors in the network. For example, if there are three types of sensors in the network – temperature, light, and acoustic sensors, then there are three types of sensor events in FEDL: temperature, light, and sound. Because the tokens that arrive at each sensor event are associated with temporal and spatial attributes, therefore, the information when and where the sensed data is taken can be obtained. For example, if a token reaches the temperature sensor event with time stamp t, capacity c, and location attribute (x, y, r), then we can say that a temperature sensor at location (x,y) with sensing range r has a positive value c at time t, as shown in Figure 2.

![Figure 2: Example of FEDL-depicted Explosion Event Detection System](image-url)
3.4. Token Path and Firing Rules

We outline the path of a token in FEDL as below:

- A token is initially generated upon receiving sample data from a sensor and encapsulated with the type (sensor event), time (when the data was taken), capacity (the value of the sensor reading) and the location (where the sensor is located and what is the sensing range), as shown by transitions T1, T2 and T3 in Figure 2.
- Tokens in places go immediately through the arcs to get ready to fire transitions, given that firing of a transition should respect all the guard functions.
- A token disappears if the arc carrying it exceeds its persistence value (defined by \( \theta \)) before the transition can be fired.
- When a token goes through a pre-arc, its capacity is multiplied by the weight on the arc (defined by \( \lambda \)). For example, if \( \lambda (a) = p \), when a token with capacity \( c \) goes through the pre-arc \( a \), its capacity changes to \( p*c \).
- Before a token enters a place through a post-arc associated with a probability function, the probability of this token entering the place complies with what is specified by the probability function.
- A token can only enter a place if the token’s capacity is over the place’s threshold value (defined by \( H \)).

The token generation and its merging process are performed through transition firing process. We specify the transition firing rules and the token processing procedure as follows:

- A transition \( T \) can only be fired if and only if
  - each of its pre-arcs has a positive token,
  - \( T \) happens at a time interval satisfying \( \delta \).
- During firing, a transition \( t \) does the following on the tokens carried by its pre-arcs:
  - Generates a new token for each of the post-arcs
  - The new token has current time as its new timestamp, and the place which it will go next as its new type.
  - The capacity of the new token equals \( \Sigma p_i*c_i \), where \( i \) represents the token from each of the pre-arcs. Note that when the new token is sent to the corresponding post-arc of transition \( t \), its capacity will change again according to \( \lambda \) defined on that post-arc.
  - The location attribute of the new token will become the new center \((x,y)\) and new radius \( r=L(T) \). Note that the circle centered in \((x,y)\) with radius \( L(T) \) should cover all the original circles of the incoming tokens on the pre-arcs. An approximation algorithm to calculate the new center and radius will be presented in the spatial logic section.

3.5. Structural Logic

Sensor events are the basic entities for composition of higher level events. Events are either atomic events or complex events [29]. Atomic events refer to events which depend only on one sensor event, while complex events depend on multiple sensor events. The example shown in Figure 2 is a complex event, and the example shown in Figure 3 is an atomic one.

![Diagram of Atomic Event](image)

Figure 3: Atomic Event -- Light sensor placed in a dark room to detect if door is open.

To demonstrate that a higher level event is derived from sensor events or sub-events, a transition is constructed between them, and pre-arcs for this transition is from the sensor events and lower level sub-events with the post-arc
pointing to the resulting higher level event. This process is the same as in constructing a place dependent on other places in Petri Nets. Events can be one level events or multi-level events as shown in Figure 4.

In order to provide users with convenience, in FEDL, we not only provide this kind of diagram-based structure construction, but also support a symbol language for specification. For the example in Figure 2, the structure of the event system can be represented as:

\[
S = \{T, L, A\}
\]

\[
E = (T4)^a_1 \parallel ((T)^a_3 \parallel (L)^a_3) \parallel (A)^a_3
\]

Suppose a higher level event \(E\) depends on a group of sensor events and lower level sub-events, \(SE1, SE2, \ldots, SEN\), and transition between them is \(T\), with pre-arcs \(a1, a2, \ldots, an\), respectively, and the post-arc \(a\). Then the structural logic for this event is:

\[
E = (T)^a \parallel (SE1)^a_1 \parallel (SE2)^a_2 \parallel \ldots \parallel (SEi)^a_i \parallel \ldots \parallel (SEN)^a_n
\]

The whole event system can be represented as a list of all the events’ structural logic, which means that for \(\forall e \in E\) (set of event places), a structural logic for \(e\) is defined.

### 3.6. Temporal Logic

Temporal logic refers to the two temporal guard functions \(\delta\) and \(\theta\). They support to specify the temporal concept “when” and “how long” in FEDL Petri Nets.

- \(\delta\) guards all the transitions to ensure they fire only during the specified temporal interval. Introducing \(\delta\) in FEDL has practical importance because some events can only happen during a particular temporal interval in physical environment. For example, some events which depend on sunshine can only happen during the day time.
- \(\theta\) is the temporal persistency guard for arcs, and it has slightly different meaning for pre-arcs and post-arcs. For a pre-arc, intuitively it reflects how fast the particular sub-event associated with this pre-arc vanishes. For a post-arc, it stands for how long it takes to make the higher level event happen after having satisfied the conditions of its sub-events. A detailed example in Section 4 illustrates the concept.

![Figure 4: Multi-level Complex Event—E1 has one level, E2 has two levels.](image-url)

By having these two temporal functions with concepts as “when” and “how long”, complicated temporal logic for event systems can be managed in FEDL. More importantly, FEDL can be extended to include other temporal functions in situations where special temporal constraints need to be specified.
3.7. Spatial Logic

A spatial function \( L \) is defined to enforce the geographic semantics. As a guard function for a transition \( T \), \( L \) ensures that the tokens carried by \( T \)'s pre-arcs should satisfy the spatial locality condition. If \( L(T) = R \), the effective radius of higher level event should be equal to or smaller than \( R \). In other words, there should be a circle of radius \( R \) covering all the tokens’ locations such that the sensor readings from different location can be considered as one particular event.

For example, consider a case in which three sub-events (places) coming into a transition. Suppose the three types of tokens have location information \( ((x_1, y_1), r_1), ((x_2, y_2), r_2) \) and \( ((x_3, y_3), r_3) \) as denoted by the three small circles as illustrated in Figure 5. Under the spatial guard function \( L(T)=R \), \( T \) can only be fired if the circle centered at the mean of \( (x_1, y_1) \), \( (x_2, y_2) \) and \( (x_3, y_3) \) with radius \( R \) overlap each of the three small circles.

In general terms, if \( L(T)=R \), and transition \( T \) has \( n \) incoming tokens with location attribute \( ((x_1, y_1), r_1), ((x_2, y_2), r_2), \ldots, ((x_n, y_n), r_n) \), then transition \( T \) can satisfy the spatial guard function \( L \) if

- The circle centered at \( (\text{mean}(x_1, x_2, \ldots, x_n), \text{mean}(y_1, y_2, \ldots, y_n)) \) with radius \( R \) should overlap with all the \( n \) circles, where \( \text{Mean}(a_1, a_2, \ldots, a_n) = (\Sigma a_j)/n, \) for \( 1 \leq j \leq n \). and \( \text{Circle}(\text{mean}(x_1, x_2, \ldots, x_n), \text{mean}(y_1, y_2, \ldots, y_n), R) \cap \text{Circle}(x_i, y_i, r_i) \neq \emptyset \), where \( 1 \leq i \leq n \).

3.8. Probability Logic

The probability / weight function \( \lambda \) and threshold function \( H \) provide basic probability control for FEDL. For example, if a sensor network has three types of sensors to support a collaborative decision on detection of a fire event [29], the probability function can be used to specify the different weights of each type of sensors in the decision. In such scenarios, we can assign higher weight to a particular sensor type if the data reported by that type of sensor is more reliable.

The probability logic of FEDL also supports a time-related probability model when the functions are associated with time. In addition, FEDL is extensible to provide more complicated marking dependent probability functions, which can employ advanced features of Stochastic Petri Nets.


4.1. Scenario

In order to illustrate the power of FEDL, we present a specific sensor network application with a detailed FEDL description. Suppose we have a discarded underground coal mine that has only a negligible amount of oxygen, but can generate plenty of flammable gases such as methane, and significant CO\(_2\) as well. The mine is big and has some holes at the ground surface levels which results in some sunshine through the holes. The local government is con-
cerned with these underground mines because there are reports that some explosions happen there which can affect nearby villages. Through analysis, the major cause of these explosions are due to some green moss (a kind of botanic plant that can survive very harsh environments) growing in the mine. When the sunshine (gets through the holes on top of the mine) reaches them, they can produce oxygen due to the photosynthesis process. However, it is fatal to mix enough oxygen with methane when there is even a tiny spark of fire (a natural spark is likely when a rock falls off and hits another rock), which can result in a significant explosion.

Certainly, in such a harsh environment, we cannot place people there to monitor or control the whole situation. In fact, it is a good application to set up a wireless sensor network to monitor the mine and send critical information in a real-time fashion before an explosion occurs. Note that we do not want to use oxygen sensors directly to detect O₂, because if we can detect O₂, it might be already too late. What we want to do is to give an alert before enough of oxygen can be mixed with methane by monitoring the photosynthesis process and methane containment. We use FEDL to specify the event system for such application.

Assume there are six types of sensors in the network. They are:
1. Biological sensors to detect the existence of green moss;
2. Light sensors to detect sunshine;
3. CO₂ chemical sensors to detect the presence of CO₂;
4. Methane chemical sensors to detect high concentration of methane gas;
5. Temperature sensor to detect sudden generated heat;

4.2. FEDL Description for Mine WSN

The FEDL structure for the system described above is an 8-tuple
\[ \text{MINE} = (P, T, A, \lambda, \delta, \theta, H, L) \]
Where
- \( P \) is the set for all the places (circles), \( P = \{ \text{sensor events} \} \cup \{ \text{logical events} \} = \{ S_1, S_2, S_3, S_4, S_5, S_6 \} \cup \{ O, M, F, E, N \} \), and hence \( P = \{ S_1, S_2, S_3, S_4, S_5, S_6, O, M, F, E, N \} \).
Where $S_1$ to $S_6$ represent the six types of sensor events, and $O$, $M$, $F$, $E$, $N$ stand for presence of Oxygen, high concentration of Methane detected, presence of sparks of Fire, mine explosion and non-explosive chemical process, respectively.

- $T$ is the set of all transitions, $T = \{ T_1, T_2, T_3, T_4, T_5, T_6, T_O, T_M, T_F, T_E \}$
- $A$ is the set of all the arcs, and we use $A_{i,j}$ to represent an arc coming from place/transition $i$ to place/transition $j$.

$$A = \{ A_{T_1,S_1}, A_{T_2,S_2}, A_{T_3,S_3}, A_{T_4,S_4}, A_{T_5,S_5}, A_{T_6,S_6}, \}
A_{T_O,O}, A_{T_M,M}, A_{T_F,F}, \}
A_{S_1,T_O}, A_{S_2,T_O}, A_{S_3,T_O}, A_{S_4,T_M}, A_{S_5,T_F}, A_{S_6,T_F}, \}
A_{T_O,O}, A_{T_M,M}, A_{T_F,F}, \}
A_{T_O,O}, A_{T_M,M}, A_{T_F,F}, \}
A_{T_O,O}, A_{T_M,M}, A_{T_F,F}, \}
A_{T_O,O}, A_{T_M,M}, A_{T_F,F}, \}
A_{T_O,O}, A_{T_M,M}, A_{T_F,F}, \}
A_{T_O,O}, A_{T_M,M}, A_{T_F,F}, \}
A_{T_O,O}, A_{T_M,M}, A_{T_F,F}, \}
A_{T_O,O}, A_{T_M,M}, A_{T_F,F}, \}$$

- The probability model is rather complex, which demands the expertise of developers to have deep understanding in the event cause and the processes to give proper weights. Usually this task belongs to the environmental scientists who have such knowledge. For this example, weight/probability function $\lambda$ is assigned as follows:

All the arcs coming to sensor events have $\lambda=1$, and the pre-arcs to $T_O$ have a weight function of $1/3$ each, which indicates the three types of sensors $S_1$, $S_2$, $S_3$ have the same weight in determining event $O$. The weights to be assigned to the pre-arcs to $T_F$ should be determined by the probability of detecting fire. Since the spark of light is more likely to lead to fire, we assign a bigger weight to $A_{S_6,T_F}$ compared to that of $A_{S_5,T_F}$. All three sub-events ($O$, $M$, $F$) should occur to have a transition $T_E$ to fire, and all three pre-arcs to $T_E$ have the same $1/3$ weight assigned. After $T_E$ is fired, there is a small probability that it will not lead to an explosion. For the two post-arcs, $A_{T_E,E}$, $A_{T_E,N}$, we specify that the probability of the transition going to state $N$ is 0.1 and the transition going to $E$ is 0.9. The assignment means that when the conditions of $T_E$ are satisfied, it either goes to non-explosive chemical process with 10% probability, or result in explosion with 90% probability.

- $\delta$ is the time guard function for each transitions in $T$. $\delta: T \rightarrow (a_1,a_2)$ means that transition $T$ can only be fired during the time interval $(a_1,a_2)$, where $a_1 \leq a_2$. In order to filter out the sensor reports which claim a sunshine event at night time, we define the $\delta$ ($T_O$) to be the time interval that the sunshine is likely to appear. In this way, some unlikely false alarms can be filtered out. For other transitions, we can leave $\delta$ unspecified, which results in the default value $(-\infty, +\infty)$.

- $\theta$ is the persistency / delay function for arcs. In this example, we specify $\theta$ in seconds as follows:

  - The existence of green moss can last very long, we give a big value 1000000 to $\theta(A_{T_1})$.
  - Since gas such as CO2 and oxygen persist to a certain degree, we assign 80 to both $\theta(A_{T_3})$ and $\theta(A_{T_4})$.
  - The sudden heat and sudden spark of light do not persist, and hence we give small values 2 and 0.3 to $\theta(A_{T_5})$ and $\theta(A_{T_6})$ respectively.
  - For a post-arc, $\theta$ represents delay from transition to reach of the state. In the example, $\theta(A_{T_O,O})=60$ indicates that after conditions of a photosynthesis process is satisfied, it still takes 60 seconds to generate oxygen.
  - $\theta$ function for other arcs can be specified according to the nature of the corresponding events, and usually these information are given by personnel with expertise in the application.

- $H$ is the threshold function for each place. $H: P \rightarrow v$ means for a place $p$, $v=H(p)$, and if the capacity of the token at place $p$ is over $v$, then the token can enter the place $p$. It works as a flag function, which indicates that the event has happened because token capacity is over the threshold. The definition of $H$ for this particular scenario is straightforward, since the weights assigned are normalized. We set $H(p) = 1.0$ for $\forall p \in P$.

- $L$ is the event size guard function as introduced in Section 3 and it is defined as below in the example:
- For sensor events T1, T2, T3, T4, T5, T6, the effective radius of the events are their sensing ranges.
- For events O and E, since the gas involved are pervasive, the effective event radius is much bigger than event F. Event F can only have a small effective spatial radius since a spark of fire is very small in size. Therefore, we specify \( L(T_O) = 30 \) and \( L(T_F) = 1 \) to specify the spatial characteristics of the events.

### 4.3. FEDL-Aided Analysis for Mine Application

To demonstrate the power of FEDL, we present a few analyses using the application. With FEDL, we can identify when and why the sensor network may not work as expected. In addition, we can tune the parameters specified to achieve different QoS requirements of the system. In the following sections, we discuss several analyses in detail.

#### 4.3.1. Safe Time to Send Personnel

The local government wants to send personnel into the mine to remove the green moss and/or to perform certain geologic investigations. However, because of possible explosions, it is highly desirable to know in advance when it is safe to enter and the maximum possible safe time interval. Before the sensor network is deployed, this information cannot be determined. From the detected events reported by the sensor network, together with the analysis capabilities of FEDL, we can compute safe intervals.

The events reported by the sensor network at the current time can be reflected by a specific marking for the FEDL Petri Net. For example, consider the case that the sensor network reports event M has just happened, while no sensor events are detected for S1, S2, and S3. The corresponding marking for FEDL is illustrated in Figure 9. In this particular marking, only place M has a token with all other places empty. In this case, through analyzing the reachability delay in different paths to an explosion event, we can conclude that there has to be at least max( \( \theta(A_{TO,O}) + \theta(A_{TE,E}), \theta(A_{TF,F}) + \theta(A_{TE,E}) \)). This time is \( \theta(A_{TO,O}) \) (the time 60 mins to photosynthesize to produce oxygen) plus \( \theta(A_{TE,E}) \) (the time 0.05 to generate explosion on having O2 + Methane + Fire), which is in total 60.05 minutes. This shows that when the sensor network has detected a methane event, without detecting other events at all, then it is safe to work in the mine for at least 60.05 minutes before a possible explosion can happen.

When the sensor network detects different events, corresponding marking states are indicated in FEDL, and different safe time periods can be computed. For example, suppose there is only an oxygen event reported in the sensor network (reflecting a token in O in the FEDL marking), then the safe time period to work in the mine is max\( \theta(A_{TM,M}) + \theta(A_{TE,E}), \theta(A_{TF,F}) + \theta(A_{TE,E}) = 5 + 0.05 = 5.05 \). It means if the sensor network produces such a report, then the guaranteed time interval during which no explosion can happen is only 5.05 minutes. Therefore, if anyone is in the mine at that time, she should be evacuated.
Generally speaking, this kind of analysis relies on the analysis ability of Petri Nets to compute the delays on different paths to a particular event (a target marking) given a specific marking. This feature allows us to investigate many potential markings to assess various possible system behaviors, even before the system deployment.

4.3.2. FEDL As a Gauge to Monitor WSN Behavior

Because of the unreliable and power-constrained nature of sensor devices, there can be some unexpected behavior of the system. For example, if sensors in a certain area die out, then the events happening in that area cannot be detected. Consider the case of a report of an oxygen event. However, before receiving the report, the sensor network has not reported the detection of green moss. From the system specification using FEDL, an oxygen event can only happen if there has been a green moss event as one of its necessary triggers. Hence, we can tell that something has gone wrong in the sensor network, because it is not working as expected.

4.3.3. Tuning System Parameters to Satisfy QoS Requirement

The local government is satisfied with the deployment of a sensor network in the mine because it never misses reporting a real explosion event. However, the rescue squad officers complain that though the sensor network never misses a real explosion, it generates many false alarms. It turned out that the rescue squad is dispatched to the mine after every reports of explosion event, and only 60% of the time there has been a real explosion.

This complaint can be considered as a QoS requirement from the users. The rescue squad requires a false alarm rate lower than the current 40%. The computer scientists working on the project are confident that it has nothing to do with the network itself, since the sensor network has been tested recently and is working as specified by FEDL. Then the high false alarm rate might be caused by improper system parameters specified in FEDL by the environmental scientists. Hence, a debugging scheme to identify the improper system parameters is developed:

- Set 1 month debugging period for the sensor network, during which each sensor’s data are sent back to the base station, with all the event reports.

After collecting all data, the analysis process on FEDL works as follows:
- Group all the sensor readings within a local temporal interval for each false alarm. For example, if a false alarm is at 1pm Dec 1\textsuperscript{st}, let \( t = \text{1pm@Dec1st} \), then
[ t - max( θ _path), t] would be considered a local time interval, because all the sensor readings that can lead to this false alarm are included. Max( θ _path) refers to the sum of delay on a path from initial sensing transition to the higher level event which is falsely reported.

• Similarly group the sensor readings within a local interval for each real alarm.

• Transform the sensor readings in each group into tokens, and all the tokens from a group form a sample space. As illustrated in Figure 10, the token dispatcher is a transition, which dispatches tokens to their corresponding places (according to the kind of sensor reading) over time (according to the reading’s timestamp). By using the token dispatcher, streams of tokens that represent all the sensor readings in the network can be input into FEDL for the MINE system.

• The major purpose of this heuristic scheme is to adjust the system parameters in FEDL to guarantee that the sample space for a real alarm still generates alarms in FEDL, while the sample space for false alarms do not generate alarms or do not generate false alarms as often as before. Thus the new parameters can reduce false alarm rates.

• The FEDL tool can also collect statistics on the components when the Petri Net is running. In order to find a better system parameter to reduce false alarm rates, computer scientists pre-set some statistical metrics when running different samples. These metrics include average distance among tokens for transition and average waiting time for a specific type of token for each transition.

• Through running 40 sample groups of false alarm and 60 groups of real alarms, computer scientists find that for transition T_E, the average token distance for false alarm is much bigger than the average token distance in real alarms. For false alarms, the average distance of tokens for T_E out of 40 runs is 28, which is quite close to the upper bound defined by L(T_E). On the other hand, the average token distance for real alarms out of 60 runs is only 12, which is less than half of L(T_E). The average waiting time for tokens is very similar for both false alarms and real alarms.

• By this observation, computer scientists conjecture that the high value of L(T_E) may lose the spatial guard for events, thus resulting in higher false alarm rates. Therefore, they change L(T_E) to 15, and run the 100 sample analysis again. The results are that 30 out of 40 false alarms are not reported during this FEDL analysis run, while 5 out of 60 real alarms are not reported either.

• This analysis shows that false alarm rate can be reduced by tuning down the spatial guard in this case; however, it also risks missing reports of real alarms. Therefore, FEDL analysis can provide an analytical testing environment for users to trade off between different metrics. If this tradeoff is not acceptable, then other changes to the system should be tried.

Sample-specific analysis in FEDL is different from simulation study in the sense that FEDL needs no assumption on the system architecture, the protocols, and the data fusion approach employed in the sensor network to do analysis on event occurrences. With massive distributed sensed data input, FEDL can quickly determine the occurrence of higher level events from the low level sensing data.

4.3.4. Analytical Testing Environment for System Feasibility

Assume that the sensors used in the MINE system are very expensive and currently the network density is high. Because there is another mine that also needs to set up a sensor network, the authority wonders if it is possible to reduce the density of sensors in the first mine, while keeping the current performance of the sensor network working correctly according to the specification. However, physically testing this idea is costly as well as dangerous in the situation like this.
A sample-specific analysis approach using FEDL is designed to tackle the problem:

- They simulate event occurrences in FEDL system, and in order to make the simulation close to reality, they use the 60 groups of real alarms collected before.
- For each sample space, remove tokens by the geographical attribute, which simulates the process of removing sensors from the network uniformly. Then run FEDL analysis based on this sample space again to check if real alarms are still reported in FEDL.
- After all 60 runs, if the percentage of missing reports is satisfactory, then the newly reduced density is acceptable. Otherwise, the current acceptable density is retained.

5. FEDL Tool Implementation

FEDL has been implemented using GME© [28] toolkit. GME is a meta modeling environment which provides a convenient GUI (Graphical User Interface) interface for end users. FEDL tool exploits this feature of GME, by building a FEDL meta model in GME environment. After FEDL model registration and interpretation, end users are ready to model any sensor event system using the GUI provided.

In the FEDL environment, the users can manipulate entities such as circles (places), arrows (flows or arcs) and bars (transitions) to construct FEDL Petri Net for any sensor network event system, as is illustrated in Figure 11. Since each place, arc and transition in a FEDL Petri Net can have a set of properties, in FEDL implementation, we associate each entity with a set of properties such as threshold, capacity, and types. These properties can be modified easily on the browser window, which makes construction and future analysis process easier. With model checking support from pre-defined FEDL meta model, we can perform model checking for a FEDL Petri Net to verify the validity of a user-defined FEDL Petri Net.

For the analysis part, we have currently implemented reachability analysis module in FEDL. This module is a basic analysis model which reports if a certain event (a place in FEDL Petri Net) can be reached with a given time period. This type of analysis is very useful to do temporal property estimate for the system as illustrated in Section 4.
6. Conclusion and Future Work

In this paper we have presented FEDL, a formalized event description language and its tool specially designed for event-based sensor network systems. FEDL is more appropriate than SQL in formally depicting events in sensor network systems owing to its powerful underlying Petri Net model. Essential features in sensor networks such as various sensor types, geographical locations of sensors, temporal constraints and probability of events are modeled. FEDL establishes a clear-defined interface which interprets event expertise knowledge into sensor network semantics. In addition to formally describing an event-based system, FEDL can be used as an analysis tool for both system design purpose and system debugging purpose.

In the future, we will provide event composition algebra in temporal, spatial and probability dimensions with cross-dimension dependencies and interactions. In that way, FEDL can manipulate more complicated scenarios in sensor network applications. In addition, we plan to model power consumption and communication in FEDL to tackle these important issues in sensor networks.
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